Extending SEMAT kernel to deal with developer error
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Abstract—Human errors during the software systems development processes are related with software system failure. Usually, these kinds of errors are consequence of the way of work of development team. Although there are a many reliability techniques to steer software systems development process, the repertory of models and techniques to deal with humans, the fundamental element of the process, are very limited. The interplay between Soft Systems Engineering and Software Engineering must be increasingly present in organizations that develop software systems. Soft System Engineering approach helps the software system development team to coordinate their work processes; it allows the development of a resilient environment to human error during development process, and steer the team to the development of software systems with quality. The Endeavor dimension of the SEMAT kernel has the essential elements of Software Engineering, and can be extended, to deal with the human error as early as possible in the software systems development process. This paper is about Work, Way of Work, and Team, three essentials elements of the SEMAT kernel, and Soft System Engineering as a practice that extend the kernel to deal with human error in the software system development.
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I. INTRODUCTION

There are several organizations in which the development of software systems is not the main business; nonetheless, these companies have a department or area that works with Information Technology (IT). When an IT department defines a team to a software system development endeavor, it is necessary to define a way of work that allows both the team members integration and cooperation, and the understanding of what must be implemented. Furthermore, the teamwork deals with the implementation itself and minimizes systems failures through system validation and verification.
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The software system development team coordination must be done with focus on the delivery of a software system that achieves both the customer needs and expectations. This kind of mantra of software system development management can be reached by a way of work that considers not only the functional and non-functional aspects of the business demand, but also promotes an approach to deal with human errors that may occur during the software system development process. These human errors - software developer errors - can be classified in two broad categories [1]:

1) Development error made during analysis, design, and coding activities.
2) Debugging errors made during attempts to remove faults identified during verification and validation.

There are several reliability models to software systems, [2], [3], [4] and [5] are only some examples; nevertheless, the repertory of models and techniques to deal with software developer errors are very limited. In any software system development processes, humans are essential. Despite all the Software Engineering methods and practices, the software system development endeavor is still heavily dependent on human activity, and, as argued by Stutzke and Smidts [1], a single error committed by any member of the development team can inject multiple faults into a software system. Xiong and Li [6] state that these multiple faults occur because software systems are nonlinear systems, in which small changes may bring big impacts to the entire systems.

Soft Systems Engineering offer practices that can enable the integration and collaboration among IT team members, which enable the development of a single vision of the different parts of a system to be developed [7]. It is the vision of the software system as a whole that promotes the identification of the system dependability issues in the beginning of iterations of the work of the software system development endeavor [8], [9]. This approach also allows team managers to identify some factors that have influence in developer errors in software system development processes. Some of these factors are [1], [10]:

1) Lack of resources, tools, to the team, which can be caused by insufficient knowledge, or lack of consideration of proper preconditions or side effects of a decision.
2) Team ability.
3) Time pressure under which team are required to work.
4) Familiarity of the team with the type of system and business rules.
Work, Team and Way of Work are present in one of the three areas of concern that were identified in the Software Engineering Method And Theory (SEMAT) kernel. They take part of the things that “we always work with” in Software Engineering. They are the alphas of the SEMAT kernel Endeavor context [11]. These three alphas have related to IT team activities, things to which team members must be motivated to do, as it is not possible to develop reliable software systems without having professional and motivated personnel [12].

This paper is about Soft Systems Engineering through the life cycle of software systems. A socio-technical approach that promotes the integration of the people that take part of the software system development endeavor; looking for a knowledge construction about the system as a whole, to support Software Engineering practices and to deal with human error during software system development process. This approach contributes to enable IT team to develop software systems that adds value to the organizations, contributing to organization performance and efficiency.

II. SEMAT KERNEL – THE ESSENCE

SEMAT kernel is the first answer to a “Call for Action” [13], a little step in the process of redefining Software Engineering. An opportunity identified by a business area of an organization is a search for solution to the IT department of this organization. A solution in which the people that work in the software system development process make use of Software Engineering and Soft System Engineering practices to understand what must be done, validate this understanding and implement the solution. Although there are several practices to conduct this process, there is a set of essentials elements that are universal and are present in all the endeavors to develop high quality software systems. These elements – called alphas in SEMAT kernel – deal with “things we always work with” (Fig. 1) and “things we always do” (Fig. 2) in a software system development process. These elements provide an integrated set that enables the predictability of the delivery, and the continuous improvement in the way of work, communication, and understanding of what, and how, the team is working in a moment, and what they must do in the following project increments [11].

SEMAT kernel does not compete with existing software system development methods. It is not a new methodology to software system development. It is an answer to the need of redefining Software Engineering [13]. Essence is a kernel of universal elements that are both present in several software system development methods and that enable project measurements of progress and health. The kernel was first published in the SEMAT submission to OMG call: Foundation for Agile Creation and Enactment of Software Engineering [14]. More than a conceptual model, the kernel provides:

1) A framework for software system development teams to think about the endeavor progress and the state of their efforts.
2) A common basis to discuss, improves, compare, and share Software Engineering best practices and methods.
3) A framework to software system development teams assembles practices from different origins, continuously improving the way of work.
4) A framework for defining metrics that are independent of practices, to evaluate both the quality of developed software and the methods used to develop it.
5) And the most important, a way to help software system development teams to understand where they are, what they should do next, and where they need to improve.

Fig. 1 “things we always work with” in software system development process

Fig. 2 “things we always do” in a software system development process

A. Endeavor Alphas

Alphas are representations of the essential elements that must be monitored to guide the success of software system development process. Each alpha has a set of states, and each state has a checklist that identifies whether the state has been met. Alphas must be seen together, not in an approach that considers each alpha individually [11].

The kernel alphas that belong to the Endeavor area of concern are: Work, Way of Work, and Team. Observing the
Endeavor kernel dimension at Fig. 1, it is noted that the Team performs and plan the Work, and that the Team applies Way of Work, which guide the Work (Fig. 3).

Fig. 3 the alphas of the kernel Endeavor area of concern and their interrelationships

B. Endeavor Kernel Dimension And The Software Inherent Complexity

IT team members are professionals that are under pressure both to be efficient and to produce software systems that meet stakeholders need; they must address the identified business opportunity. There are different ways of work that these professionals can use to successfully fulfill their mission. However, in this endeavor, they must not forget that the work to be performed depends on understanding the requirements of the problematic situation that appears as an opportunity.

Whichever the Way of Work applied by the Team, there is an issue present in all software system development endeavors: the identification of the problematic situation, the opportunity and the requirements that such problematic situation brings. This identification process is essentially an activity related to people talking with people [15], [16], and [17].

Team members work with information and knowledge, obtained through interactions with stakeholders, to understand the opportunity and requirements. In this process, and especially in the implementation of the software system, these team members need to work in a focused way to deal with the underlying complexity of the software system development process [18], [19]. This complexity has also been highlighted by Frederick Brooks in his classic 1987 article: “No Silver Bullet: Essences and Accidents of Software Engineering” [20], in which he points out that due to the large number of distinct elements that are present in the software system development process, the development of this type of system is an activity that is more complex than any other type of man-made construction. As evidence of the amount of elements that exist in the software system development process, Clarke & O’Connor [21] argue that there are 40 factors and 170 sub-factors that are present in software system development context.

C. Endeavor Dimension And Its Relationships

Fig. 4 shows all the relationships of the SEMAT kernel alphas that belong to the Endeavor area of concern:
2) Team has relationship with Software System – Stakeholder.

3) Way of work does not have relationship with alphas of other dimension than Endeavor. However, it is an essential link between Team and Work, and is under direct influence of the factors mentioned by Clarke & O’Connor [21].

Despite the apparent simplicity of the relations between the alphas shown in Fig. 4, there are some challenges in these relations:
1) The cooperation among Team members.
2) The cooperation among Team members and stakeholders.
3) The developer error.

These relationship and the attention to developer error are essential to IT team realize a work that add value to the organization.

III. SOFT SYSTEMS ENGINEERING

The Cartesian way of dealing with a problem is to divide it into smaller and simpler parts, as much as possible. This is the most successful technique used by Engineering, and this approach enables humanity to reach the current state of technology. However, even with the successes of this approach, there are problems in which this approach cannot succeed; Soft System Engineering uses System Thinking to deal with these problems. Hitchins [7] argues that System Thinking caught the attention of engineers when they realized that the Cartesian approach have difficulties to deal with systems that include people.

According to Senge [22], Systems Thinking is a discipline to see a system in its totality, a kind of framework to view the system components interrelationship more than to view the components, to view the system patterns of change more than to view system static images. It is an essential approach for effectiveness of environmental management, appropriate leadership and to keep well-regulated interpersonal relations in an enterprise [23].

Hitchins [7] states that Soft Systems Engineering uses Systems Thinking to understand the nature of the problem, seeking practical experiences and interactions with the
problem, trying to understand it and proposing solutions that may not solve it, but can provide a response that improves the problem understanding, allowing the development of a solution which is the best at the moment.

System engineering focuses on a variety of elements, analyzing, designing, and organizing those elements into a system that can transform information and control it [24]. Using a Soft Systems Engineering approach, that is more qualitative than quantitative and that make use of past experience, IT team members can have a practice at the Endeavor context that enables them to deal with developer error and team relationship in software system development process. The human dimension in a software system development process has a complexity that demands team managers to adapt their practices to how people responds to strategies to reach the states of Endeavor essentials alphas of SEMAT kernel.

A. Soft Systems Methodology

Soft Systems Methodology is one of the methods used by Software System Engineering to address complex issues and problems related to the presence of people in unstructured (problematic) situations [7].

Soft Systems Methodology promotes the agreement of the multiple problem views and multiple interests of the people with interest in the problematic situation, and may be represented by a seven-stage model. Stages one and two explore the problematic situation and express it in a rich picture. Stage three is the root definition of the relevant systems describing six aspect of the problem, which are called CATWOE, they are: Customers, Actors, Transformation process, Worldview, Owner, and Environment constrains. In stage four, the conceptual models of the relevant systems are developed, and, in stage five, the conceptual model is compared with the perceptions of the real situation. In stage six, an action plan is developed for the changes, which are feasible and desirable; and in stage seven, the action plan is implemented. As a method developed from the Soft Systems Thinking, Soft Systems Methodology does not produce a final answer to the problematic situation, it seeks to understand the problem situation and find the best possible response [7], [25].

IV. EXTENDING SEMAT KERNEL

Although the developer error during software system development process may happens independently of the development method adopt by the software system development team, it is not a concern present in the “thing we always work with” or “things we always do” of the SEMAT kernel. This absence is not a problem of the kernel concept. The kernel is defined as the essentials elements of Software Engineering, not as “all elements” a team need. However, different kinds of software endeavors have different risks and constrains, and developer error can brings risks to software system development endeavors.

The SEMAT kernel can be scaled to address challenges presents in any kind of software system development endeavor, providing guidance beyond what the kernel provides [11]. This additional guidance comes in forms of practices, which are extensions to the kernel.

The existence of people in the Endeavor context is a strong characteristic of this context, in which relationship among team members occurs. Soft Systems Methodology approach can provide details that team members might need to have a common understanding of how to conduct the software system development to develop a resilient environment to developer error during development process.

SEMAT kernel has a simple language that provides a way to describe practices [11]. The use of Soft Systems Methodology as a practice describe by the kernel language is a way that is easy for inexperienced and experienced team members apply Soft Systems Methodology in the endeavor context.

A. Soft Systems Methodology Practices

The purpose of this practice is to ensure that the team has a common understanding about software system development endeavor to develop a resilient environment to developer error during development process.

In the Endeavor context the Soft Systems Methodology practice can be applied in terms of “things to work with” (Fig. 5) and “things to do” (Fig. 6). Considering the “things to work with”, this practice provides guidance to clarify the software system development environment to team members. An action plan to steer the team relationship, and actions to a resilient environment, is the work product attached to the Way of Work alpha. And on “things to do”, this practice provides guidance on how to conduct the several activities of the Soft Systems Methodology, namely:

1) Agree on Conceptual Model through the execution of the first five stages of the Soft Systems Methodology. It includes the build of a picture of the environment and identification the core activities required to develop a resilient environment through the comparison of ideal model of the environment with the team perception of the real endeavor environment.

2) Action Plan development trough the execution of Soft Systems Methodology stage six, in which an action plan is developed for the changes in environment, which are feasible and desirable.

3) Action Plan implementation trough the execution of 7 of the Soft Systems Methodology.

4) Observe situation as a way to identify the necessity of a new cycle of the Soft Systems Methodology to control or to improve some action in the environment.

The mapping from Way of Work alpha states to activities of the Soft Systems Methodology practice is showed at Fig. 7. This mapping guides team members in what to do to achieve a particular Way of Work state. For example, the practice recommends conduct the activity Action Plan development (through execution of Soft Systems Methodology stage 6) to achieve the Way of Work Foundation Established state.
V. CONCLUSION AND FUTURE WORK

It is impossible to predict all the developer errors that can occur in software system development process. The different fashions of Software Engineering methods and practices do not deal effectively with the inherent complexity of software system development because they are based on code development, without considering the inter-relationship between:

1) Technical components (hardware & software).
2) Issues related to the organization or the business process.
3) Issues related to the relationship between the team members.
4) Issues related to the relationship between team members and stakeholders.
5) The real intentions of software system use by the users.

The Soft System Engineering systemic approach enables the IT team to understand what has to be developed, considering the various inter-relationships, and inspire a socio-technical environment in which the IT team objective is more than build a software system, is to add value to the organization business.

The authors of this paper are conducting researches about SEMAT kernel alphas extensions to offer an answer that considers the inherent complexity of software system development process, in which the deal with developer error has a strong presence.