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Abstract—Many modern software models and notations are graph based. UML 2 activities are important notations for modeling different types of behavior and system properties. In the UML 2 specification it is suggested that some forms of activity types are based on Petri net formalisms. Ideally the mapping of UML activities into Petri nets should be bi-directional. The bi-directional mapping needs to be simplified and operational. Model-to-Model mapping in theory offers the advantage of fully operational bi-directional mapping between different models or formalisms that share some common properties. However in reality this is not easily achievable because not all the transformations are similar. Previous work was presented where it was shown how Triple Graph Grammars are useful to achieve this mapping. UML 2 activities have some common properties with Petri nets. There are exceptions which require some special attention. In this paper a simple condensed rule based solution for complete bi-directional mapping or transforming UML 2 activities into Petri nets is presented. The solution should be operational, and can be represented using different notations. A practical example is used to illustrate the bi-directional transformation possibility and conclusions are explained.
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I. INTRODUCTION

UML 2 activities are fundamentally important visual notations that express the diverse behavior of computer systems and information systems [6]. Their use has been extended to different types of systems and areas not necessarily related directly to computing. Some uses of activities vary from web composition to business workflows [16]-[17] and at lower levels there is modeling of software artifacts like operating systems, file handling, programming etc. UML 2 activities appear to be similar to flowcharts; but the semantics behind them are entirely different. Again UML 2 activities have some similarities to UML state machines or state machine diagrams (SMDs) but again they are not similar. UML state machines are related to modeling system states and have been derived from state transition diagrams (STDs). On the other hand, these activities closely represent a wide spectrum of properties and are targeted towards different levels of stakeholders needs. Activities are useful even on their own, without other UML diagrams to express explicit system behavior for different purposes, and at all levels, hence they need to be expressive and detailed. UML activity diagrams have gained widespread use for different scenarios. They can be used as the initial diagram to study new or existing systems, the latter using reverse engineering concepts. Activities can be modeled directly off use cases.

The UML superstructure specification [6] is the document that explains in detail the different categories and classification of activity types which are i) basic, ii) structured, iii) intermediate, iv) extra structured, v) complete and vi) complete structured. Activity diagrams can be formally verified and supported. The graphical representation of Petri nets can be supported using formal languages, grammars or even textual notations.

UML 2 activities introduce many advanced constructs for error handling, streams, collections, etc. The superstructure document explains the different types of activities introducing rules for node execution based on something similar to token flows. The specification also presents us with activities having a Petri net like semantics.

There are numerous advantages of representing activities as Petri nets. It is possible to formally check the main properties of the Petri net models in detail. This is not always possible with activities. This work focuses on achieving a fully functional bi-directional solution.

II. RELATED WORKS

Supporting evidence exists presenting the advantages of mapping activities into Petri nets. From a certain point of view this seems to be the best choice [1]-[3], [7]-[14], [19]. As explained elsewhere, activities are non formal notations or models that require verification and testing. Transforming activities into Petri nets seems a natural choice and higher order nets are more expressible than activities. The possible mapping process has been explained and different approaches have been tried and used. In this work we try to find an optimal simplified solution for bi-directional transformation. This should work from either side. A simplified rule set is given. This should work under any condition. The rules presented are explained and defined in terms of Triple Graph Grammars (TGGs) [4],[5]. However their implementation does not necessarily have to be restricted to TGGs. They could be implemented in a data repository. It has already been examined how UML activities and Petri nets can be combined using TGGs [8]. TGGs are suitable for mapping two graphical models with the main properties being common to both. TGGs allow for the declaration of bi directional transformation relationships. Activities share some common properties with Petri nets. The latter have over three decades of coverage.
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Both activity diagrams and Petri nets are based on directed graphs. Different solutions ranging from structured to semi-structured have been previously presented, explaining how activities can be transformed into Petri nets [1]-[3]. However, a practical solution has not been outlined. Some of the given solutions present transformation in one direction mainly from the activity diagram to the Petri net and not bi-directionally. Another issue is that some solutions can become quite complex and are useful for very specific one off problems. For many given solutions the transformation process is abstracted. In this work the focus is on a generic solution that should work for most cases. It is explained how the bi-directional transformation can be realized and implemented as required.

There are already possible solutions using (query, view, transform) QVT, (atlas transformation language) ATL or TGGs. These are model to model mapping or transformation based approaches.

In previous work [7],[8] the forward transformation rules were given, explaining how this would work. It was also stated that many new rules might be needed for reverse transformation. There were problems with reverse transform which could require many new rules or the use of higher order nets and colored Petri nets (CPNs) [7],[8]. We shall attempt to present a solution to this, whilst retaining the use of normal place transition nets. Petri nets are well suited for reduction and simplification. Both Petri nets and activity diagrams can be treated as di-graphs. They are well formed and express some strikingly similar properties.

III. PROBLEM FORMULATION

Model transformation [15], [17],[18] is a key area for MDE (Model Driven Engineering) and MDA addressed by the OMG and UML. The concepts behind QVT, QVTrelations and QVTcore are based on relational mapping between models or notations. The ideas behind QVT show the importance of models and their transformations.

Consider the simple case of transforming an activity model into a Petri net and vice-versa. There are different ways how the rules can be described.

To get full benefit of mapping, reverse transformation needs to be achieved. This means that true bi-directionality between two different models is kept continuously. We shall attempt to give a solution to this, whilst retaining the use of normal place transition Petri nets. For forward transformation six rules were sufficient, however for reverse transformation more new rules must be created. A simplified solution is to include information labeling on both models. This information would serve to identify the appropriate rule both for forward and reverse transform.

E.g. In the activity diagram there are several types of control nodes. E.g. initial node, final node, decision node, etc. A separate rule is required for each of these types. The representation could definitely be included in some grammar or language or even text format.

Here we explain the details how such a solution can possibly work. A good solution needs to be something that is simple, operational and can be applied repetitively to obtain result, i.e. they solution has to be operational and fully functional.

IV. PROBLEM SOLUTION

The proposed solution is to create transformation or mapping rules, and later decompose them or fine tune them to the required level. This will have to include specific information labeling on the elements of both models. This would indicate which rule is needed. Alternatively each model could have its elements labeled as to which rule to use. The information will serve to identify the appropriate rule for the reverse or forward transform. In this manner the number of rules required for the transformation is kept concise!

The sub rules will replace the generic rules if required. The idea can be formulated into a given algorithm.

The rules created for this work can be represented using Triple graph grammars (TGGs). TGG rules can check the activity diagram to the Petri net for a valid correspondence. Normally the source model for starting the transformation would be the activity diagram. The rules are used where the context nodes of the rule can be matched to the existing context source domain side elements which are used to create elements on the target side via a correspondence check. Bi-directional transformation is achievable using only insertion or creation rules specified in TGGs using “++” sign. If the activity diagram or the Petri net is generated from scratch, whenever there are changes in the corresponding model TGG creation or insertion rules should suffice. On the other hand if the models are not generated from scratch then other rules might be required.

Using TGGs gives different possibilities: i) two models can be given. I.e. the activity diagram and a Petri net. The correspondence of both models can be checked for validity. ii) a single model. This can be used to generate a new model from scratch. If two graph grammars are mapped structurally, the mapping of the two distinct graph types can be explicitly defined. If TGGs work for a solution, then even multi graph grammars and other forms of grammars can be considered.
A. A Generalized Solution

The actual solution is described below. In essence the activity diagram is composed of nodes and edges. There are several exception types for both nodes and edges. E.g. if control nodes are taken an activity diagram can have several types of control nodes like i) initial node, ii) fork/join node, iii) final node, iv) merge and v) decision. Two solutions are possible either i) create a separate rule for each type of node or ii) use a generic rule. For the former solution information can be added to the models using some grammar or language text for identification.

B. A Solution using Triple Graph Grammars

From the point of TGGs the solution is to add sub rules to the six main rules. This pattern can be repeated in the future even if part of the UML super specification document changes. The sub rules are used to keep track of the A/D node or edge type that is converted. E.g. R 2.2 Add fork/join node => Petri net fork/join place, R1.3 Add merge node => Petri net merge place, R1.1 Add initial node => Petri net initial place.

The solution idea is to decompose the main rules into sub rules as required. The idea can be extended to use any class of Petri nets. The rules are independent of the actual solution and which classes of Petri nets are implemented.

The bi-directional mapping rules, in summarized form, are shown in tables 1 and 2 respectively. These rules can be implemented using TGGs as has been done in previous work. The classification of UML 2 activity types and their corresponding Petri net counterparts is also explained in detail in [7]. It is enough to state that activity edges and nodes have their Petri net counterparts, but there are several exceptions.
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**Fig. 2** High level correspondence between activities and Petri nets

<table>
<thead>
<tr>
<th>RULE</th>
<th>GENERIC ACTION</th>
</tr>
</thead>
<tbody>
<tr>
<td>RULE 1</td>
<td>Add/Insert a new control node (exclude fork/join)</td>
</tr>
<tr>
<td>RULE 2</td>
<td>Add executable action or fork/join nodes</td>
</tr>
<tr>
<td>RULE 3</td>
<td>Add normal activity edge (between executable action fork or join nodes)</td>
</tr>
<tr>
<td>RULE 4</td>
<td>Insert exception activity edge (between two control nodes)</td>
</tr>
<tr>
<td>RULE 5</td>
<td>Insert exception activity edge (executable to control node action)</td>
</tr>
<tr>
<td>RULE 6</td>
<td>Insert exception activity edge (control to executable node, action or fork/join)</td>
</tr>
</tbody>
</table>

Table. 1 rules 1,2 and sub rules for bi-directional transformation

<table>
<thead>
<tr>
<th>RULE</th>
<th>GENERIC ACTION</th>
</tr>
</thead>
<tbody>
<tr>
<td>RULE 1</td>
<td>1.1 Add initial node</td>
</tr>
<tr>
<td>RULE 2</td>
<td>1.2 Add final node</td>
</tr>
<tr>
<td>RULE 3</td>
<td>1.3 Add merge node</td>
</tr>
<tr>
<td>RULE 4</td>
<td>1.4 Add decision node</td>
</tr>
<tr>
<td>RULE 5</td>
<td>2.1 Add executable node</td>
</tr>
<tr>
<td>RULE 6</td>
<td>2.2 Add action node</td>
</tr>
<tr>
<td>RULE 7</td>
<td>2.3 Add fork/join node</td>
</tr>
</tbody>
</table>

Table. 2 rules 3-6 for bi-directional transformation
Petri net input arc connected to a place followed by an output arc. Rule 4 insert exception activity edge maps into a Petri net input arc to a transition followed by an output arc from the transition. Rule 5 connects an executable to a control node, this maps to a Petri net arc between a transition and a place. Similarly Rule 6 maps to a Petri net arc between a place and a transition.

The diagram in fig. 1 illustrates the rule based high level correspondence between activities and Petri nets. Note that not all the rules described have been used for this diagram. This diagram shows how it is possible to achieve bi-directional transformation using the appropriate rule.

From the TGG rules given, it is evident that part of the solution lies in properly labeling the Petri net and the activity. E.g. refer to fig. 3 If an initial node should be labeled as an initial place in the Petri net, this can be used for reverse transformation. The initial place will transform back into an activity diagram initial node. Figures 3-8 show how some of the rules in tables 1 and 2 can be generally applied using TGGs. Fig. 8 shows how an exception activity edge can be inserted between two control nodes. On the Petri net side this translates into an input arc that connects to a non operational transition (NOP) and the output arc from this transition.

**V. Case Study**

A case study of an online ordering system is used as an example to illustrate the idea presented. There are several steps involved in this order processing system. These are illustrated in fig. 9. All the main different activity node and edge types are used in the diagram. This is done to illustrate the use of the bi-directional transformation.
Fig. 9 online system activity diagram

Fig. 10 online system Petri net
Fig. 11 online system changed Petri net

Fig. 12 online system changed activity diagram
The main steps in the activity model start off from generating an order, inputting customer details, selecting a product, entering order amount, start processing, complete order, delete order, generate details, calculate total, generate invoice, terminate etc. Some of these activities are carried out in parallel. E.g. calculate total is carried out in parallel with print invoice. Decision nodes have been used to provide for choosing to go ahead or to delete the order. To illustrate the use of all six transformation rules described, the activity diagram includes many different types of nodes and edges.

The activity diagram in figure 9 shows the case study described above. After applying the rules described in tables 1 and 2 the result is the Petri net shown in figure 10. To clarify, the applied rules are shown on the activity in figure 9 using a short notation. E.g. R2.2 stands for Rule 2.2 which is Add action node. R 3 stands for Rule 3 and stands for add normal activity edge between action executable fork or join nodes.

In applying all the rules in tables 1 and 2 the activity diagram is converted into a Petri net. The Petri net is labeled using Pn for place numbers, Tn for transition numbers and En for edge labeling.

The Petri net labels are used to identify what type of place, transition or edge is inserted. Alternatively a full description can be kept. This is indicated in table 3 which is a fragment of the place description. The description or details would be lined with the Petri net construct used.

<table>
<thead>
<tr>
<th>PETRI NET</th>
<th>ACTIVITY DIAGRAM CORRESPONDENCY</th>
<th>RULE</th>
</tr>
</thead>
<tbody>
<tr>
<td>P1</td>
<td>INITIAL NODE</td>
<td>R1.1</td>
</tr>
<tr>
<td>T1</td>
<td>ACTION NODE</td>
<td>R2.2</td>
</tr>
<tr>
<td>E1</td>
<td>CONTROL TO ACTION/EXECUTABLE NODE</td>
<td>R6</td>
</tr>
<tr>
<td>E2</td>
<td>NORMAL ACTIVITY EDGE</td>
<td>R3</td>
</tr>
<tr>
<td>...</td>
<td>...</td>
<td>...</td>
</tr>
</tbody>
</table>

Table 3 Petri net to activity diagram rule correspondence

To illustrate the bi-directional mapping, if changes are done to the Petri these need to update the activity diagram. Figure 11 illustrates such changes. In this example the possibility of launching a new application or ending are added. There is also a new action called start application and another cancel option. These require adding T17 E35 E36 P16 E39 E37 E 38, etc. etc. The changes are highlighted and shown in figure 11. Using the corresponding rules e.g. for E37, E38, etc. we use Rule 4. The rules are expressed in tables 1 and 2. On the activity side this transforms to an exception activity edge as it connects two places. This can be identified from the Petri net labeling, etc. as has been previously explained.

As a result of this mapping, there is the changed or updated activity diagram shown in fig. 12.

VI. CONCLUSION

It has been shown how a simple practical solution for bi-directional mapping of UML 2 activities into Petri nets can be achieved using simple rules that are decomposed to the required level.

The rules can be represented using different notations such as graph grammars, triple graph grammars, multi graph grammars or even in some other relational form.

This idea will work for all activity diagrams that use the most common constructs. Even if the activity diagram has many nodes and edges this conversion is still possible. The resulting Petri net can be modified and using the rules it is possible to generate a new activity diagram or modify the existing one to reflect these changes. Petri nets are more expressible than activity models. The Petri net can be analyzed using Petri net analysis methods like reachability, liveness, etc. The Petri net can be easily converted to a time Petri net (TPN). Different Petri net CASE tools can be used to model the TPN. Also the Petri net can be reduced using Petri net reduction methods and converted back to an activity model, so many new options are available.

The ideas presented can be used for restructuring or reorganizing the Petri net and then the activity model. Petri net structures can be reduced using Petri net rules for reduction. If the activity diagram is complex then even the Petri net structure will reflect this. Finding a reduced Petri net can be used to generate a more simple activity model.

This work shows that the activity diagrams are constructed using certain patterns that are always repeated.

Here the general theoretical idea how to achieve the mapping or the conversion has been given. This still requires to be implemented. The implementation is independent of the actual solution. This mapping could be done manually. It could be possible to use this approach to derive code from the actual diagram but obviously modifications are required. This idea could be extended to other notations including other UML diagrams or other formalisms.
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